**Program 4**

1. **Problem Statement**

The goal of the project was to analyze four memory partitioning algorithms by running 1000 experiments on each algorithm and print the final average result of how long each algorithm takes to complete. The memory holds 56 units of free memory slots, 1000 tasks of varying sizes and process times are passed into the memory and are processed. The time taken to add tasks to memory and continue looping tasks into memory as tasks are being completed are to be calculated and presented as the output of the program.

1. **Approach to Solution**

A structure is populated with random sizes and process times, and additional elements that will keep track of what tasks are queued, processed, etc. An empty dynamic memory array with 56 blocks is initialized in each algorithm function and the task info stream is passed into each function. The algorithms will use various additional functions to determine memory blocks that will be able to process each task. The best-fit algorithm will use the smallest() function to determine which memory block is small enough to hold a task of its respective size. The worst-fit algorithm will use the biggest() function to determine which memory block is biggest to fit a task of its respective size. A search array function is used to find a block of memory that can hold the first task in the info stream, this is used for both first-fit and next-fit. Additional functions are used to determine time taken for each algorithm and reset info streams to be reanalyzed. I used cLion and developed my program in c++.

1. **Solution Description**

To run the code in the cs linux terminal use command:

$ g++ main.cpp -std=c++11

$g++ ./a.out

(needed to use -std=c++11 because I used nullptr in my code.)

![](data:image/png;base64,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)

The program will take a few seconds to display results. The image shows the results I got after running my code and as per the professor’s estimate, the code seems relatively accurate. The best algorithm to use from this experimentation seems to be best-fit since it has the quickest time and has the most optimized approach to placing tasks in memory.